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The task of providing a rigorous semantics of the UML, [9], is far from
trivial. Indeed, the UML notation is complex, including a lot of heterogeneous
notations for different aspects of a system, possibly described at different points
in the development process. Moreover, its informal description is incomplete and
ambiguous, not only because it uses the natural language, but also because the
UML has the so called semantics variation points, that are constructs having a
list of possible semantics, instead of just one.

A UML model consists of a bunch of diagrams of different kinds, expressing
properties on different aspects of a system. Thus a UML model plays the role of
an axiomatic specification, but in a more pragmatic context.

Another analogy that we can establish between UML models and specifica-
tions is the fact that the meaning of each diagram (kind) can be given in
isolation, as well as the semantics of each axiom, and its effect on the descrip-
tion of the overall system is to rule out some elements from the universe of all
possible systems (semantic models). Indeed, both in the case of a UML model
and of a collection of axioms, each individual part (one diagram or one axiom)
describes a point of view of the overall system.

Therefore, our understanding of the optimal form of a semantics for the UML
is illustrated in Fig. 1.

We have a box representing a UML model, collecting some diagrams of dif-
ferent kinds, and its overall semantics, represented by the arrow labelled by
$\mathcal{SEM}_U$. UML, is a class of UML formal systems. But, each diagram in the
model has its own semantics (denoted by the indexed $\mathcal{SEM}$), that is a class of ap-
propriate structures, as well, and these structures are imposing constraints on the
overall UML formal systems, represented by lines labelled by the indexed $\vdash$. A
sort of commutativity on the diagram has to hold, that is the overall semantics
must be the class of UML formal systems satisfying all the constraints imposed
by the individual semantics. Moreover, the formal semantics must be a rigor-
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ous representation of the expected “intuitive semantics”, described by the UML standard, version 1.3 ([9], shortly written from now on UML 1.3).

Several attempts at formalizing the UML are currently under development, but most of them are taking into account only a part of the UML, with no provision for an integration of the individual diagram semantics toward a formal semantics of the overall UML models; see the book [1], and the report [7] on a recent workshop on the topic of the UML semantics also for more references. The only exception known to us is the attempt at describing the semantics of the UML within the UML itself (the meta-model approach) as advocated by the pUML group, see the site http://www.cs.york.ac.uk/puml/. But even in this case it is difficult to recognize the nature of the semantics of the individual diagrams, as the semantics is given as a sequence of translations into more and more restricted core languages, that are subsets of the UML, and only the smallest is directly given a semantics.

Our approach, accordingly with the previous discussion, is an attempt at formalizing UML models as a whole, while simultaneously giving also a formalization of each kind of diagram in an integrated way. Because of the need of integrating the formalization of both the static and the dynamic part of UML, we have found convenient to use an extension of the CASL basic language [8], namely CASL-Ltl [3], especially devised to model formally also the dynamic behaviour of objects. In Fig. 2, we graphically summarize our proposal.

From a technical viewpoint, we proceed in two steps: first, we determine the needed semantic structures (the $M_i$ and the UML formal systems in Fig. 2) through an analysis of the document UML 1.3, and formally describe them. Then, we translate the diagrams into CASL-Ltl specifications (represented by the downward arrows), whose formal semantics gives, by composition, the semantics of each diagram in the UML model (represented by the dotted horizontal arrows).
Moreover, in the lower part of the diagram, the CASL-LTL specifications representing the individual diagrams are combined (in a non-trivial way) into an overall specification, whose semantics is (has to be) compatible with the constraints imposed by the individual diagrams and provides a semantics for the overall UML model. This combination is graphically represented by a bullet.

We are currently working on filling the above schema, providing the semantic structures and the translations of the various diagrams into CASL-LTL. This activity is performed as part of the CoFI ¹ initiative, within the CoFI-reactive task group.

Roughly speaking, there are two aspects of a system that we are able to describe using the UML: the structure of the system, that is which are the components and which are their capabilities, and the activity of the system, that is the evolution of its components along the time and the interactions of the system with the external world (e.g., with the users). Since the handling of the time in UML, also of the real time, does not require to consider systems evolving in a continuous way, we have to describe a discrete sequence of moves, each one of them representing one step of the system evolution.

Therefore, we will use generalized structured labelled transition systems (shortly glts) as UML formal systems, representing the evolution steps as transitions.

¹ See the site http://www.brics.dk/Projects/CoFI.
Moreover, the labels of the transitions capture interactions with the external world, and the structured states, as sources and targets of the transitions, provide a formal counterpart to the system structure. The components of the structured states corresponding to instances of active classes are in turn modelled by a (non-structured) labelled transition system. Finally, the extra information, like the current stimuli set, are represented, generalizing the standard notion of labelled transition system.

For instance, let us consider a fragment of an invoice system. We have some passive classes, recording information about clients, products (we do not detail these parts), current (and past) orders and stock of an e-commerce firm, and some active classes, managing the above described data and representing two kinds of “software” clerks: the stock handler, who puts the newly arrived products in the stock and removes the correct amount of products to settle an order, and the invoicer, who processes orders and sends invoices. Thus, in Fig. 3 we graphically represent a transition of the corresponding UML system.
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**Fig.3.**

Both in the source and in the target state we have two active components (represented by oval shapes) that are, respectively, the stock handler and the invoicer and a number of passive components (represented by rectangles); some
instances of clients and products, the unique instance of stock and the state of the associations orders and what, relating each order respectively to the ordering client and to the ordered product. In this picture we consider the parallel execution of two activities, graphically represented by the thin lines connecting the involved active components of the source and target state:

- the stock handler adds to the stock some quantity q1 of the product p1; the effect of this action is to change the state both of the stock handler and of the stock;
- the invoicer send to the client c1 an invoice for the order o1, by calling a method of some external mailer; thus, the effect of this action is to change the state of the invoicer and to communicate with the external world through the label of the action;

The parallel composition of these actions is described by a transition, graphically represented by the thick arrow connecting source and target structured states. Notice that, since the labels of the structured system carry only information about the interactions with the external world, the label of this transition is taking into account only the call to the mailer. But the resulting state of the system is modified because the internal states of all the objects involved in the move are (possibly) modified. The kinds of diagram considered so far are:

- the class diagrams, analyzed and translated into CASL (that is a subset of CASL-LTL) in [2]. Each class diagram describes a data structure, having sorts for each class, functions for getting the attribute values in a given state, and predicates to represent both operations (in order to provide some level of non-determinism needed for parallel executions) and associations. Such information imposes requirements on a UML formal system requiring, for instance, that the states of the system components are elements of the sorts representing classes in the data structure, and that the sequences of transitions corresponding to the execution of an operation connect states that are also connected by the predicate representing that operation.
- the statechart diagrams, analyzed and translated into CASL-LTL in [4]. Each statechart associated with an active class is modelled by a (non-structured) labelled transition system. A UML formal system satisfies such a labelled transition system if and only if the labelled transition system of the component associated with the active class in the UML formal system is itself.
- the sequence diagrams, currently under development in [6]. Each sequence diagram is modelled by an event structure, where events are sets of UML stimuli, that is, a partial order on sets of UML stimuli. A UML formal system satisfies such an event structure if there is a chain in the partial order that is a path in the transition tree.

Some other kinds of diagrams that we have partly analyzed, and, we conjecture, can be added to our schema without major problems, are:

- the collaboration diagrams, as they are rather similar to the sequence diagram;
— the activity diagrams, as they are a specialization of the statechart diagrams.

Moreover, we still have to take into account the deployment diagrams, though we do not foresee particular problems for their formalization within our framework, while we are doubtful about the possibility of giving a formal semantics to the use case diagrams, because they are, roughly speaking, too close to natural language descriptions.

We translate diagram annotations as well, currently using the OCL constraints, but we are in some sense parametric w.r.t. such annotations, so that we could easily substitute any other constraint language for OCL.

The mechanisms for self-extension provided by the UML, like stereotypes, are still to be taken into account.

An extended version of the present paper has been published in the AMILP 2000 proceedings ([5]).
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